AI-ASSISTED CODING

ASSIGNMENT-10.3

Code Review and Quality: Using AI to Improve Code Quality and Readability

NAME: GATTU VARSHITH

HALL-TICKET: 2403A510E3

BATCH NO: 05

**TASK-1**: **Syntax and Error Detection**  
**Task:** Identify and fix syntax, indentation, and variable errors in the  
given script.  
# buggy\_code\_task1.py  
def add\_numbers(a, b)  
result = a + b  
return reslt  
print(add\_numbers(10 20))

**Prompt:**

Identify and fix syntax, indentation, and variable errors in the given script.  
# buggy\_code\_task1.py  
def add\_numbers(a, b)  
result = a + b  
return reslt  
print(add\_numbers(10 20))

**CODE GENERATED:**

# fixed\_code\_task1.py

def add\_numbers(a, b):   # Added missing colon

    result = a + b       # Fixed indentation

    return result        # Fixed typo: reslt -> result

print(add\_numbers(10, 20))  # Added missing comma between arguments

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAbCAYAAAAULC3gAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAGISURBVFhH7ZQhj8IwGIYfTtdgCAI1wxnUdB1yyRQJf2CKBDtJJmdn9weWTC2pPBR6CoWZQqHr7wQ7WOFC2ZILiD3JzJtme9r3Wwfj8fibN+LjNng1vZCNXsjG2wkNHv72QYLyHTPTJfFyw84IAxLlc12pKeMlG3PRUzwWuqP+cFNKRmShi6gKvHV6XpUofKebVMvKUvJSgxjyWSfBwkXokriWAUjXMaUWuIvgkj1LS6FbAmYO6MOXWWGwwBWAM6OtUjshGbFyBbrMSQHkhBFwOl51ZJShfCiKChgxkc0X2LELyYhMKZRSqHpWln8OhiTKFOFwi+etz8IdsAvtNiw9D69+CnyUyoiMnQckKmR6iC+D3RW70A3puqBCMJ1L2B05AY7vQ+EZJycnI+BEo82naC1kkrKvzndTbhyMZD4VUO1bV9dSSBJlPg4V2/o00rxEC5dVo8MgCXFFRdGhvocXo4wyQlcYmS7j+6H+vRwvQUXRcbAfCr2ClpX9P72QjV7IRi9k4+2EfgBkPInh7/qW0wAAAABJRU5ErkJggg==)**

**OBSERVATION :**

The original code had syntax errors (missing colon, missing comma), indentation issues, and a variable name typo. After fixing these, the function works correctly and outputs 30.

TASK -2: Logical and Performance Issue Review  
**Task:** Optimize inefficient logic while keeping the result correct.  
# buggy\_code\_task2.py  
def find\_duplicates(nums):  
duplicates = []  
for i in range(len(nums)):  
for j in range(len(nums)):  
if i != j and nums[i] == nums[j] and nums[i] not in duplicates:  
duplicates.append(nums[i])  
return duplicates  
numbers = [1,2,3,2,4,5,1,6,1,2]  
print(find\_duplicates(numbers))

PROMPT: **:** Optimize inefficient logic while keeping the result correct.  
# buggy\_code\_task2.py  
def find\_duplicates(nums):  
duplicates = []  
for i in range(len(nums)):  
for j in range(len(nums)):  
if i != j and nums[i] == nums[j] and nums[i] not in duplicates:  
duplicates.append(nums[i])  
return duplicates  
numbers = [1,2,3,2,4,5,1,6,1,2]  
print(find\_duplicates(numbers))

CODE GENERATED:

# optimized\_code\_task2.py

def find\_duplicates(nums):

    seen = set()

    duplicates = set()

    for num in nums:

        if num in seen:

            duplicates.add(num)

        else:

            seen.add(num)

    return list(duplicates)

numbers = [1, 2, 3, 2, 4, 5, 1, 6, 1, 2]

print(find\_duplicates(numbers))

OUTPUT:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAAaCAYAAADmF08eAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAGYSURBVFhH7Zcvb4NAGIefTmNqmmpM69GnNnkJaglfANWkFklOYrH9ApdUkZydqkbNrAY1NV2/if6jhKaFwUZpnwRzL8nxcHd5fzcYj8ff3AFPxYG+8hDtG4PTM+oTGxc790KWSOaL3EDHEEoTONZxYJMSeSGr/EvnVnSTRkgpkbLbkgCr0Dt8a5IVq0dKRS8iFNoYjNEoUSw2h1AaY8zx0Yq601UUFShtMDN4SzfFYqMIpQkma6LdakmZkFkOQU3ZSqJ+HDBZR0gv5KNYbJhV6CFPztqCZboBa8JLDdNKoou5xAuLx/w2qCT630yHFvDFZ41/fTuifoxrA9k7dRrBbYj6Mca1tz2yZr/rvqhQ6O1SkpQEgWtpT/TQa2P8Yu1ahEIHDhYZiZzX2rJ72hOdDtkGM5vnOqmiQUmqiuaTyjZfWjjBmdSyWPKbTOG/Oocf5ebTUdlcV1Aa6kdp1Ei/3Afuv7oY+LHBHVUI9Y0gFDPHgiz5E8lLtCC6y8OBA2mE7ILlua3bx/toQbS/tLB1u8lDtG/cjegP+yWo869JnVQAAAAASUVORK5CYII=)

OBSERVATION:

The function checks each number once, remembers numbers it has already seen, and collects those that appear again into a duplicates list. This makes it faster and avoids unnecessary repeated comparisons.

TASK – 3: Code Refactoring for Readability  
Task: Refactor messy code into clean, PEP 8–compliant, well-structured code.  
# buggy\_code\_task3.py

def c(n):  
x=1  
for i in range(1,n+1):  
x=x\*i  
return x  
print(c(5))

PROMPT:

Code Refactoring for Readability  
Task: Refactor messy code into clean, PEP 8–compliant, well-structured code.  
# buggy\_code\_task3.py

def c(n):  
x=1  
for i in range(1,n+1):  
x=x\*i  
return x  
print(c(5))

CODE GENERATED:

# refactored\_code\_task3.py

def factorial(n: int) -> int:

    """Calculate the factorial of a given number.

    Args:

        n (int): A non-negative integer.

    Returns:

        int: The factorial of n.

    """

    result = 1

    for i in range(1, n + 1):

        result \*= i

    return result

if \_\_name\_\_ == "\_\_main\_\_":

    print(factorial(5))

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAUCAYAAAD7s6+GAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAGuSURBVEhL7ZUtb+swFIafDZuMVAVFIR0ZMjYbtBRUKX/AaFJpYBUYGpo/YKnIUuCGioNGbklQUXH4vSBZPtrsrskqbZP2QL9H0Ruf9/jczOfzv/wAbk8Pviu/Rq/NjzF6MzhMKsKGEkFJHgdsdqeyJZSiPShz4mBDv8yQZD5eWzT4rUs5uVFFZDOyJ3jJy75UoyJLuNwTa43WGq0dhZCENkK1RdjMxytcXaNxhUCGlqgpGkfPqElClvsYHWz40xU67DYBund7Kdu8BLHksTZhVhJR5sTrtK1ax+SlQK5MczaGntF0rQmm9qbB8OBBuX/uR8GskALwHphi9SrDdH8ngCOHHaAWzIDjobWpIkvmg3MFMGMxof2fN2oSfA8oXmkb/UaV+fDuBa3XA/rlfM6oSch8r5r6Th5rkSSrM3+mjWe6URVhq6vEdYdrd+AIeL4Prp95tZi1ERnJNKPNO1vgzlqa8lpUb+u2Jygel+KdiHzMeKP/NVmRbnNKIXnqPJomCZGiwE2MQW8znW2cLvX2uU+yaniG6G6o5ofeeP/HLmF4hX5Dxrf+i/g1em3+AThapAtFZA2XAAAAAElFTkSuQmCC)

OBSERVATION:

The refactored code is easier to read and understand because it uses meaningful names (factorial, result), follows Python style rules, and includes a docstring to explain what the function does.

TASK -4: Security and Error Handling Enhancement  
**Task:** Add security practices and exception handling to the code.  
# buggy\_code\_task4.py  
import sqlite3  
def get\_user\_data(user\_id):  
conn = sqlite3.connect("users.db")  
cursor = conn.cursor()  
query = f"SELECT \* FROM users WHERE id = {user\_id};" #  
Potential SQL injection risk  
cursor.execute(query)  
result = cursor.fetchall()  
conn.close()  
return result  
user\_input = input("Enter user ID: ")  
print(get\_user\_data(user\_input))

PROMPT: **:** Add security practices and exception handling to the code.  
# buggy\_code\_task4.py  
import sqlite3  
def get\_user\_data(user\_id):  
conn = sqlite3.connect("users.db")  
cursor = conn.cursor()  
query = f"SELECT \* FROM users WHERE id = {user\_id};" #  
Potential SQL injection risk  
cursor.execute(query)  
result = cursor.fetchall()  
conn.close()  
return result  
user\_input = input("Enter user ID: ")  
print(get\_user\_data(user\_input))

CODE GENERATED:

# fixed\_code\_task4\_with\_data.py

import sqlite3

def setup\_database():

    """

    Creates the users table and inserts sample data if not already present.

    """

    with sqlite3.connect("users.db") as conn:

        cursor = conn.cursor()

        # Create table if it doesn't exist

        cursor.execute("""

            CREATE TABLE IF NOT EXISTS users (

                id INTEGER PRIMARY KEY,

                name TEXT NOT NULL,

                email TEXT NOT NULL

            )

        """)

        # Insert sample data (only if table is empty)

        cursor.execute("SELECT COUNT(\*) FROM users")

        if cursor.fetchone()[0] == 0:

            sample\_data = [

                (1, "Alice", "alice@example.com"),

                (2, "Bob", "bob@example.com"),

                (3, "Charlie", "charlie@example.com"),

            ]

            cursor.executemany("INSERT INTO users VALUES (?, ?, ?)", sample\_data)

            conn.commit()

def get\_user\_data(user\_id):

    """

    Safely fetch user data from the database by user\_id.

    """

    try:

        with sqlite3.connect("users.db") as conn:

            cursor = conn.cursor()

            # ✅ Safe parameterized query

            cursor.execute("SELECT \* FROM users WHERE id = ?", (user\_id,))

            result = cursor.fetchall()

            return result

    except sqlite3.Error as e:

        print(f"Database error: {e}")

        return []

# --- Main Program ---

if \_\_name\_\_ == "\_\_main\_\_":

    setup\_database()

    try:

        user\_input = input("Enter user ID: ").strip()

        if not user\_input.isdigit():

            raise ValueError("User ID must be a valid integer.")

        user\_id = int(user\_input)

        print(get\_user\_data(user\_id))

    except ValueError as ve:

        print(f"Invalid input: {ve}")

OUTPUT:  
![](data:image/png;base64,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)

OBSERVATION:

The setup script creates a users table with some sample records, so when the secure query code runs, it can safely fetch real user data for valid IDs and handle invalid or malicious inputs properly.

TASK -5:Automated Code Review Report Generation  
**Task:** Generate a review report for this messy code.  
# buggy\_code\_task5.py

def calc(x,y,z):  
if z=="add":  
return x+y  
elif z=="sub": return x-y  
elif z=="mul":  
return x\*y  
elif z=="div":  
return x/y  
else: print("wrong")  
print(calc(10,5,"add"))  
print(calc(10,0,"div"))

PROMPT:

**:** Generate a review report for this messy code.  
# buggy\_code\_task5.py

def calc(x,y,z):  
if z=="add":  
return x+y  
elif z=="sub": return x-y  
elif z=="mul":  
return x\*y  
elif z=="div":  
return x/y  
else: print("wrong")  
print(calc(10,5,"add"))  
print(calc(10,0,"div"))

CODE GENERATED:

def calculate(x, y, operation):

    """

    Perform basic arithmetic operations.

    Args:

        x (float): First number.

        y (float): Second number.

        operation (str): One of 'add', 'sub', 'mul', 'div'.

    Returns:

        float | None: Result of the operation, or None if invalid.

    """

    try:

        if operation == "add":

            return x + y

        elif operation == "sub":

            return x - y

        elif operation == "mul":

            return x \* y

        elif operation == "div":

            if y == 0:

                raise ZeroDivisionError("Division by zero is not allowed.")

            return x / y

        else:

            print("Invalid operation.")

            return None

    except Exception as e:

        print(f"Error: {e}")

        return None

# Example usage

print(calculate(10, 5, "add"))   # 15

print(calculate(10, 0, "div"))   # Error message

OUTPUT:  
![A black background with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

The code works for basic math operations, but it is messy, hard to read, and breaks on division by zero or invalid inputs because it lacks proper error handling and consistent return values.